**Вступ**

Мета курсової роботи: вивчити та проаналізувати алгоритми пошуку підрядка в рядку, і на основі них написати відповідний програмний код на мові програмування Java.

Завдання курсової роботи: вивчити завдання, пов’язані з проблемою пошуку підрядка в рядку, дати основні визначення, розглянути низку алгоритмів пошуку підрядку в рядку на практиці, написати програмний код що реалізовуватиме ці алгоритми.

Для реалізації даного програмного коду я обрав один з фреймворків Java, а саме Android. Тому всі тести моєї програми будуть проводитися на 2 видах пристроїв:

1. Телефон з операційною системою Android.
2. Вбудований емулятор AVD(Android Virtual Device) у програмі Android Studio

Результати роботи будуть порівнюватися відповідно до цих груп.

Тема курсової роботи є актуальна в сучасному світі, ті, кому доводиться часто працювати з текстовими редакторами, знають що функція знаходження потрібних слів у тексті є важливою. Вона полегшує редагування документів та пошук потрібної інформацї. Сучасні програми для обробки тексту привчили всіх користувачів до такої можливості, як пошук і заміна фрагментів тексту, відповідно якщо потрібно реалізувати подібну програму то буде логічним потурбуватися про дані функції.

Звичайно, зараз подібні функції вже присутні в багатьох мовах програмування високого рівня, тому для пошуку підрядка в рядку використовуються вбудовані функції. Але в готових підпрограмах далеко не завжди все написано кращим чином. Наприклад в стандартній функції не завжди може використовуватися найефективніший алгоритм та і область використання функції пошуку не обмежується тільки текстовим редактором. Слід відзначити використання алгоритмів пошуку при індексації сторінок пошуковим роботом, де актуальність інформації безпосередньо залежить від швидкості знаходження ключових слів у тексті html. Робота найпростішого спам-фільтра, полягає в знаходженні в тексті листа фраз таких, як «Мільйон за годину» або «Розкрутка сайту». Це все говорить про актуальність проблеми пошуку. Дана робота містить три розділи. У першому розділі буде розглянуто основні поняття що таке рядок та поняття про складність алгоритму. У другому буде розглянуто основні алгоритми пошуку підрядка в рядку, та їх модифікації. У третьому розділі буде проведено аналіз алгоритмів та їх практичне застосування. У висновку ж буде зроблено висновок про найбільш ефективний алгоритм.

**Розділ 1**

**Теоретичні відомості**

**1.1. Рядок, довжина рядка, підрядок**

Тут наведено ряд визначень, які будуть використовуватися у подальшому.

Визначення 1. Рядок (слово) – це послідовність знаків, літер та інших символів написаних чи надрукованих в одну лінію.

Визначення 2. Довжина рядка – це кількість знаків у рядку.

Визначення 3. Порожній рядок – слово яке не містить у собі жодної букви, символу.

Визначення 4. Підрядок – не порожня звязана частина рядка.

Визначення 5. Слово **X** називається префіксом слова **Y**, якщо є таке слово **Z,** що **Y = XZ.**

Визначення 6. Слово **X** називається суфіксом слова **Y**, якщо є таке слово **Z**, що **Y = ZX.** Аналогічно, слово є суфіксом самого себе.

Визначення 7. Слово **X** називається підрядком рядка **Y**, якщо знайдуться такі рядки **Z 1** і **Z 2,** що **Y = Z 1 XZ 2**. При цьому **Z 1** називають лівим, а **Z 2** - правим крилом підрядка. Підрядком може бути й саме слово. Іноді при цьому слово **X** називають входженням в слово **Y**. Серед всіх входжень слова **X** в слово **Y,** входження з найменшою довжиною свого лівого крила називають першим або головним змістом.

**1.2. Поняття про складність алгоритму**

Метою даної курсової роботи є знаходження ефективного алгоритму знаходження підрядка в рядку та слід звернути увагу і на метод оцінки даних алгоритмів.

Традиційно в програмуванні поняття складності алгоритму пов'язано з використанням ресурсів комп'ютера: наскільки багато процесорного часу вимагає програма для свого виконання, наскільки багато при цьому витрачається пам'ять машини? Облік пам'яті зазвичай ведеться за обсягом даних і не береться до уваги пам'ять, що витрачається для запису команд програми. Час розраховується у відносних одиницях так, щоб ця оцінка, по можливості, була однаковою для машин з різною тактовою частотою.   
Існують дві характеристики складності алгоритмів - тимчасова і ємнісна. Та розглянемо ми лише тимчасову, а також ми не будемо обговорювати логічну складність розробки алгоритму - скільки «людино-днів» потрібно витратити на створення програми, оскільки не представляється можливим дати об'єктивні кількісні характеристики. Тимчасову складність будемо підраховувати у виконуваних командах: кількість арифметичних операцій, кількість порівнянь, пересилань (залежно від алгоритму). Ємнісну складність визначається кількістю змінних, елементів масивів, елементів записів або просто кількістю байт. Ефективність алгоритму також буде оцінюватися за допомогою підрахунку часу виконання алгоритмом конкретно поставленої задачі, тобто з допомогою експерименту.

**Розділ 2**

**Алгоритми пошуку підрядків в рядку**

**2.1. Алгоритм послідовного (прямого) пошуку**

Цей алгоритм являється найочевиднішим. В його основі лежить просте порівняння всіх можливих підрядків **S** в рядку **X**. Нехай m i n – довжини слів **S** i **X** відповідно. Тоді можна порівняти з словом X всі підслова S, які починаються з позицій 0,1, …, m-n в слові S; у разі рівності виводиться відповідна фраза.

Це не ефективний алгоритм тому максимальна, кількість порівнянь дорівнюватиме O ((m-n) \* n), хоча більшість з них насправді зайві. Оцінимо швидкість роботи цього програмного коду. У ньому присутні два цикли (один вкладений), час роботи зовнішнього більшим ступенем залежить від n, а внутрішній у гіршому випадку робить m операцій. Таким чином, час роботи всього алгоритму є O ((n-m) \* m). Для маленьких рядків пошук пропрацює швидко, але якщо в деякому багатомегабайтному файлі буде шукатися послідовність довжиною 100 Кб, то доведеться чекати досить довго. Втім багатьом вистачає і цього.

Реалізацію алгоритму представлено в Додатку 1.

**2.2. Алгоритм Рабіна – Карпа**

Алгоритм Рабіна представляє собою модифікацію лінійного алгоритму.

У слові A, довжина якого дорівнює m, шукається зразок X довжини n. Виріжемо "віконечко" розміром n воно рухається по вхідному слову. Чи збігається слово в "віконечку" із заданим зразком? Фіксується деяка числова функція на словах довжини n, тоді завдання зводиться до порівняння чисел, що, безсумнівно, швидше. Якщо значення цієї функції на слові в "віконечку" та на зразку різні, то збігу немає. Тільки якщо значення однакові, необхідно перевіряти послідовно збіг по буквах.

Цей алгоритм виконує лінійний прохід по рядку (n кроків) і лінійний прохід по всьому тексту (m кроків), отже, загальний час роботи є O (n + m). При цьому не враховується часова складність обчислення хеш-функції, так як, суть алгоритму в тому і полягає, щоб дана функція настільки легко обчислювалася, що її робота не впливала на загальну роботу алгоритму. Тоді, час роботи алгоритму лінійно залежить від розміру рядка і тексту, відповідно програма працює швидко. Адже замість того, щоб перевіряти кожну позицію на предмет відповідності зі зразком, можна перевіряти тільки ті, які «нагадують» зразок. Отже, для того, щоб легко встановлювати явну невідповідність, буде використовуватися функція, яка повинна:

1. Легко обчислюватися.

2. Як можна краще розрізняти неспівпадаючі рядки.

3. Hash (y [i +1, i + m]) повинен легко обчислюватися за hash (y [i, i + m -1].

Під час пошуку х буде порівнюватися hash (x) з hash (y [i, i + m-1]) для i від 0 до n\*m включно. Якщо буде виявлено збіг, то перевіряється посимвольно.

Реалізація алгоритму представлена ​​у Додатку 2.

Алгоритм Рабіна і алгоритм послідовного пошуку є алгоритмами з найменшими трудовитратами, тому вони годяться для використання при вирішенні деякого класу задач. Однак ці алгоритми не є найбільш оптимальними, тому буде розглядатися наступний клас алгоритмів. Ці алгоритми з'явилися в результаті ретельного дослідження алгоритму послідовного пошуку. Дослідники хотіли знайти способи більш повно використовувати інформацію, отриману під час сканування (алгоритм прямого пошуку її просто викидає).

**2.3. Алгоритм Кнута – Морріса – Пратта (КМП)**

Метод використовує попередню обробку шуканого рядка, а саме: на її основі створюється так звана префікс-функція. Суть цієї функції в знаходженні для кожної підрядка S [1 .. i] рядка S найбільшою підрядка S [1 .. j] (j <i), присутньої одночасно і на початку, і в кінці підрядка (як префікс і як суфікс). Наприклад, для підрядка abcHelloabc такий підрядком є abc (одночасно і префіксом, і суфіксом). Сенс префікс-функції в тому, що можна відкинути свідомо невірні варіанти, тобто якщо при пошуку збігся підрядок abcHelloabc (наступний символ не збігся), то має сенс продовжувати перевірку продовжити пошук вже з четвертого символу (перші три і так співпадуть). Спочатку розглядаються деякі допоміжні твердження. Для довільного слова X розглядаються всі його початки, що одночасно є його кінцями, і вибираються з них найдовше (не враховуючи, звичайно, самого слова X). Воно позначається n (X). Така функція носить назву префікс – функції.

**Приклади.**

n (aba) = a, n (n (aba)) = n (a) = L;

n (abab) = ab, n (n (abab)) = n (ab) = L;

n (ababa) = aba, n (n (ababa)) = n (aba) = a, n (n (n (ababa))) = n (a) = L; n (abc) = L.

Справедливо наступну пропозицію:

(1) Послідовність слів n (X), n (n (X)), n (n (n (X ))),... "Обривається" (на порожньому слові L).

(2) Усі слова n (X), n (n (X)), n (n (n (X ))),..., L є началами слова X.

(3) Будь-яке слово, що одночасно є початком і кінцем слова X (крім самого X), входить в послідовність n (X), n (n (X )),...., L.

Метод КМП використовує попередню обробку шуканого рядка, а саме: на його основі створюється префікс-функція. При цьому використовується наступна ідея: якщо префікс (він же суфікс) рядка довгий i довше одного символу, то він одночасно і префікс підрядка довжиною i-1. Таким чином, перевіряється префікс попереднього підрядка, якщо ж той не підходить, то префікс його префікса, і т.д.

Наступне питання, на яке варто відповісти: чому час роботи процедури лінійний, адже в ній присутній вкладений цикл? Ну, по-перше, присвоєння префікс-функції відбувається чітко m разів, решту часу змінюється змінна k. Так як у циклі while вона зменшується (P [k] <k), але не стає менше 0, то зменшуватися вона може не частіше, ніж зростати. Змінна k зростає на 1 не більше m разів. Значить, змінна k змінюється всього не більше 2\*m разів. Виходить, що час роботи всієї процедури є O (m).

Алгоритм КМП крім знаходження самих рядків вважають, знаходить скільки символів збіглося в процесі роботи.

Реалізація алгоритму представлена ​​у Додатку 3.

**2.4. Алгоритм Бойєра – Мура та його модифікації**

**2.4.1. Алгоритм Бойєра – Мура (БМ)**

Алгоритм Бойєра-Мура, розроблений двома вченими - Бойером і Муром, вважається найбільш швидким серед алгоритмів загального призначення, призначених для пошуку підрядка в рядку.

Найпростіший варіант алгоритму Бойєра-Мура складається з наступних кроків. На першому кроці будується таблиця зміщень для шуканого зразка. Процес побудови таблиці буде описано нижче. Далі поєднується початок рядка і зразка і починається перевірка з останнього символу зразка. Якщо останній символ зразка та відповідний йому при накладенні символ рядка не збігаються, зразок зрушується щодо рядка на величину, отриману з таблиці зміщень, і знову проводиться порівняння, починаючи з останнього символу зразка. Якщо ж символи збігаються, проводиться порівняння передостаннього символу зразка і т. д. Якщо всі символи зразка збіглися з накладеними символами рядка, значить знайшовся підрядок і пошук закінчено. Якщо ж якийсь (не останній) символ зразка не співпадає з відповідним символом рядка, зсувається зразок на один символ вправо і знову починається перевірку з останнього символу. Весь алгоритм виконується до тих пір, поки або не буде знайдено входження шуканого зразка, або не буде досягнуто кінця рядку.

Величина зрушення у разі неспівпадання останнього символу обчислюється виходячи з таких міркувань: зрушення зразка повине бути мінімальним, таким, щоб не пропустити входження зразка в рядку. Якщо цей символ рядка зустрічається у зразку, зміщується зразок таким чином, щоб символ рядка збігся з найбільш правим входженням цього символу у зразку. Якщо ж зразок взагалі не містить цього символу, зсувається зразок на величину, що дорівнює його довжині, так що перший символ зразка накладається на наступний за перевірений символ рядка.

Величина зміщення для кожного символу зразка залежить тільки від порядку символів у зразку, тому зсуви зручно обчислити наперед і зберігати у вигляді одновимірного масиву, де кожному символу алфавіту відповідає зміщення відносно останнього символу зразка.

Приклад. Нехай є алфавіт з п'яти символів: a, b, c, d, e і треба знайти входження зразка "abbad" в рядку "abeccacbadbabbad". Наступні схеми ілюструють всі етапи виконання алгоритму. Таблиця зсувів буде виглядати так:

Таблиця 2.1

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| a | b | c | d | e |
| 1 | 2 | 5 | 0 | 5 |

Початок пошуку.

Таблиця 2.2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a | b | e | c | c | a | c | b | a | d | b | a | b | b | a | b |
| a | b | b | a | d |  |  |  |  |  |  |  |  |  |  |  |

Останій символ зразка не співпадає з накладеним символом рядка. Зрушуємо зразок на 5 позицій вправо:

Таблиця 2.3

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a | b | e | c | c | a | c | b | a | d | b | a | b | b | a | b |
|  |  |  |  |  | a | b | b | a | d |  |  |  |  |  |  |

Три символу зразка збіглися, а четвертий - ні. Зрушуємо зразок вправо на одну позицію:

Таблиця 2.4

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a | b | e | c | c | a | c | b | a | d | b | a | b | b | a | b |
|  |  |  |  |  |  | a | b | b | a | d |  |  |  |  |  |

Останній символ знову не збігається з символом рядка. Відповідно до таблиці зміщень(Таблиця 2.1) зрушуємо зразок на 2 позиції:

Таблиця 2.5

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a | b | e | c | c | a | c | b | a | d | b | a | b | b | a | b |
|  |  |  |  |  |  |  |  | a | b | b | a | d |  |  |  |

Ще раз зрушуємо зразок на 2 позиції:

Таблиця 2.6

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a | b | e | c | c | a | c | b | a | d | b | a | b | b | a | b |
|  |  |  |  |  |  |  |  |  |  | a | b | b | a | d |  |

Тепер згідно таблиці вище, зрушимо зразок ще на одну позицію, і отримаємо шукане входження зразка:

Таблиця 2.7

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a | b | e | c | c | a | c | b | a | d | b | a | b | b | a | b |
|  |  |  |  |  |  |  |  |  |  |  | a | b | b | a | d |

Отже виконавши низку зсувів зразка ми знаходим відповідне йому в рядку. Проте таблиця зсувів має певне обмеження. Для неї використовується лише 256 символів, які являються базовими для кожної електронно- обчислювальної машини (ЕОМ).

**2.4.2. Модифікації БМ**

Окрім звичайного алгоритму Бойєра – Мура (БМ) існують ще деякі його модифікації. Проаналізувавши принцип роботи деяких з них можна дійти висновку що вони використовують майже однаковий підхід, а також є досить схожими на оригінальний алгоритм. Тому у своїй роботі я розгляну тільки деякі з цих алгоритмів, які викладу нижче.

**1)Алгоритм Бойєра – Мура – Хорспула**

Цей алгоритм працює краще за Бойєра – Мура на випадкових тестах – для нього оцінка в середньому краща. Цей алгоритм використовує евристику стоп-символа, при цьому за стоп-символ береться символ вхідного рядка, який відповідає останьому символу шаблона, незалежно від того, де сталось неспівпадання. Оскільки реальні пошукові образці рідко мають рівномірне розташування, то алгоритм Бойєра – Мура – Хорспула може дати як виграш, так і програш в порівнянні з алгоритмом Бойєра – Мура.

Основна суть алгоритму дуже проста. Спочатку будується таблиця зміщень для кожного символу. Потім вихідний рядок і шаблон поєднуються з початку, порівняння ведеться за останнім символу. Якщо останні символи збігаються, то порівняння йде по передостаннього символу і так далі. Якщо ж символи не співпали, то шаблон зміщується вправо, на число позицій взяте з таблиці зсувів для символу з початкового рядка, і тоді знову порівнюються останні символи початкового рядка і шаблону. І так далі, поки не шаблон повністю не співпаде з підрядком початкового рядка, або не буде досягнуто кінець рядка.

Таблиця зсувів будується за принципом «пропускати стільки символів, скільки можливо, але не більше цього». Наприклад, якщо на якомусь етапі алгоритму останні символи не співпали, і символ, що знаходиться в заданій стрічці не присутній в шаблоні взагалі, то зрозуміло, що можна зрушити вправо на повну довжину шаблону, без будь-яких побоювань. У загальному випадку, кожному символу ставиться у відповідність величина, що дорівнює різниці довжини шаблону і порядкового номера символу (якщо символ повторюється, то береться саме праве входження). Ясно, що ця величина буде в точності дорівнює порядковому номеру символу, якщо рахувати від кінця рядка, що і дає можливість зміщатися вправо на максимально можливе число позицій.

**Приклад.**

Нехай вихідний рядок дорівнює «somestring» і шаблон дорівнює «string». Тепер будуємо таблицю зміщень, вона буде дорівнює довжині шаблона для всіх символів, які не зустрічаються в шаблоні, і порядковому номеру з кінця для інших (крім останнього, для нього теж береться довжина шаблону):

Таблиця 2.8

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| s | T | r | I | n | g |
| 5 | 4 | 3 | 2 | 1 | 6 |

Тепер поєднуємо наші рядки:

Таблиця 2.9

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| s | o | m | E | s | t | r | i | n | g |
| s | t | r | I | n | g |  |  |  |  |

Порівнюємо останні символи: бачимо, що ”t” не дорівнює “g”. Беремо значення зміщення для символу “t”, воно дорівнює 4. Зрушуємо рядок вправо на 4 позиції, і вуаля:

Таблиця 2.10

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| s | o | m | e | s | t | r | i | n | g |
|  |  |  |  | s | t | r | i | n | g |

Далі алгоритм буде порівнювати символи, від останнього і до першого в шаблоні з відповідними символами в заданій стрічці. Як тільки він порівняє останній, то буде з'ясовано, що це і є перше входження.

Реалізація алгоритму наведена в Додатку 4.

**2)Алгоритм Чжу – Такаоки**

Ця модифікація найчастіше використовується для порівняння відрізків ДНК(дезоксирибонуклеинова кислота). Де алфавіт побудований всього лиш на 4 символах: А, Т, Г, Ц. В даному алгоритму евристика стоп-символа вже не задовільняє нас навіть на достатньо малих відрізках, тому принцип побудови такого алгоритму будується на: замість одного стоп-символу ми будуємо таблицю для пари символів (того який не відповідний та попередній перед ним).

**3)Алгоритм турбо Бойєра – Мура**

Турбо-алгоритм, розроблений групою вчених очолюваних М.Крошмором, він пропонує інший підхід до малих алфавітів і одночасно вирішує другу проблему – квадратичну складність в найгіршому виді.

Окрім евристики стоп-символа і евристики співпадаючого суфікса, використовується третя евристика – евристика турбозсуву.

Нехай перший раз збігся суфікс UV (і спрацювала евристика суфіксів, забезпечивши повне перекриття цього суфікса), другий раз - більш короткий V (можливо, V = ∅).

![](data:image/png;base64,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)

Рис. 2.1

За малюнком видно, що мінімальний можливий зсув - | U |. В іншому випадку два символу, позначені знаками оклику, у вхідному рядку різні, а в шаблоні однакові. В цьому і полягає евристика турбозсуву. Алгоритм виконує свою роботу за 2 · n порівнянь до першого збігу в гіршому випадку.

**Розділ 3**

**Експериментальний аналіз алгоритмів**

**3.1. Суть експерименту**

Отже ми розглянули кілька алгоритмів, тому час переходити до практичної реалізації та до тестування цих алгоритмів. Для порівняння швидкодії ми будем виміряти час, за який алгоритм виконує конкретно поставлене завдання.

Як я і писав на початку цієї роботи я використаю 2 види тестуючих пристроїв. Це телефон на операційній системі Android, а також емулятор AVD для персонального комп’ютера.

Перша група тестуючих пристроїв:

1. Ноутбук Aser Aspire F5-573g-31W8  
   Процесор: Intel core I3-6100U(2.3 GHz)  
   ОЗУ: 4096 Mb DDR4(2133 MHz)
2. Ноутбук Lenovo G780  
   Процесор: MobileDualCore Intel Pentium 2020M(2.4 GHZ)  
   ОЗУ: 6144 Mb DDR3(1600 MHz)

Друга група тестуючих пристроїв:

1. Телефон Samsung Galaxy Star Plus  
   Процесор: Cortex A5 (1 GHz)  
   ОЗУ: 512 Gb (533 MHz)  
   Версія Android: 4.1
2. Телефон Meizu M2 Note  
   Процесор: MediaTek MT6735 (1,3 ГГц)  
   ОЗУ: 2 Gb LPDDR3 (800 MHz)  
   Версія Android: 5.1

На кожному пристрою буде проводитися 3 типа тестів:

1. Кількість символів <100
2. Кількість символів <500
3. Кількість символів <1000

Зрозуміло, що ці тести будуть мати дещо об’єктивний результат, адже він буде залежати від характеристик і завантаження тестуючого пристрою. Тому під час тестів буде відключено всі фонові програми, які впливають на роботу програми. При запуску однієї і тієї ж задачі ми можемо отримати різний час, тому відбудеться кілька запусків, з яких вибиратиметься найкращий результат(тобто з найменшим часом роботи програми).

* 1. **Результати та аналіз експерименту**

Експеримент проводився в однакових умовах для всіх пристроїв, тому можна порівняти результати.

Результати експерименту проведених на ноутбуках наведені в таблиці:

Таблиця 3.1
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Результати експерименту проведених на телефонах наведені в таблиці:

Таблиця 3.2
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З таблиць видно, що алгоритм Бойєра-Мура-Хорспула впорався з експериментальним завданням швидше за інших. Слід, однак, зауважити, що його ефективність зростає лише зі збільшенням довжини рядка і, відповідно, довжини зразка. Так при довжині рядка меншим за 100 символів, він показав себе гірше, ніж послідовний пошук. Аналогічні результати показує і алгоритм КМП, як для коротких, так і для довгих слів. Його можна використовувати як універсальний, коли невідомі довжини рядка й зразка.

Алгоритм Рабіна, при його схожості з послідовним працює швидше, а його простота і малі трудовитрати на реалізацію, роблять його привабливим для використання у неспеціальзованих програмах.

Найгірший результат показав алгоритм послідовного пошуку. Як передбачалося при невеликому збільшенні довжини рядка, він працює істотно повільніше інших алгоритмів.

**Висновок**

У процесі виконання курсової роботи були розглянуті різні алгоритми пошуку підрядка в рядку та проведено їх порівняльний аналіз.

Вивчивши отримані результати можна зробити висновок, що алгоритм Бойєра-Мура-Хорспула є провідним за всіма параметрами. Але, як показує експеримент, алгоритм Кнута-Моріса-Пратта, перевершує алгоритм БМХ на невеликих довжинах зразка. Тому не можна робити висновок, котрий з алгоритмів є найоптимальнішим. Кожен алгоритм ефективно працює в певних класах завдань, про це також говорять різні вузькоспрямовані удосконалення кожного з алгоритмів. Таким чином, тип алгоритмів пошуку підрядка в рядку слід вибирати тільки після точної постановки завдання, визначення її цілей і функціональності, які вона повинна реалізувати.

Тільки після цього етапу необхідно переходити до реалізації програмного коду.

У зв'язку з глобалізацією інформації в мережі Internet був розроблений інтелектуальний пошук. Який дозволяє знайти документ за змістом що міститься в ньому, тобто документи по заданій темі. У системі реалізований алгоритм з використанням комп'ютерної обробки документа. Відповідно до гіпотези Ципфа сенс документа залежить від частоти термінів, що зустрічаються в документі. Однак набагато важливіше не сама частота слова, а те, наскільки часто в даному документі це слово зустрічається щодо інших слів.

Щодо самої реалізації курсової роботи і написання програмного коду під один з фреймворків Java, Android – цей процес майже не відрізняється від написання коду для звичайної JVM. Я зробив перевірку працездатності моєї програми на кількох пристроях, а також на кількох видах пристроїв, як на самих мобільних пристроях з операційною системою Android, так і на емуляторах які були запущені на ноутбуках різних цінових категорій. І там і там програма показала себе професійно, не було помітно помилок, так званих виключеннь, які можуть бути присутні в кожній програмі.

Отже підводячи підсумок можу сказати що на даний момент не існує оптимальних алгоритмів пошуку підрядка в рядку, адже кожен з існуючих показує себе по різному на різних довжинах рядків, і написання подібної програми на Java як для JVM так і написання програми для Android є дуже близькими за значенням речами. А за умови використання “хорошого середовища розробки” цей процес не тільки легкий, але і приємний.
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**Додаток 1**

Реалізація алгоритму послідовного пошуку

private String lineSearch(String subStr, String str) {

int i = 0;

while (i <= str.length() - subStr.length()) {

if (str.substring(i, i + subStr.length()).equals(subStr)) {

return "Знайдено";

} else {

i++;

}

}

return "Не знайдено";

}

**Додаток 2**

Реалізація алгоритму Рабіна – Карпа

private String rabinSearch(String subStr, String str) {

int strHCode = str.substring(0, subStr.length()).hashCode();

int subStrHCode = subStr.hashCode();

for (int i = 0; i + subStr.length() < str.length(); i++) {

if (strHCode == subStrHCode) {

if (str.substring(i, i + subStr.length()).equals(subStr)) {

return "Знайдено";

}

} else {

strHCode = str.substring(i + 1, i + 1 + subStr.length()).hashCode();

System.out.println(strHCode);

}

}

if (strHCode == subStrHCode) {

if (str.substring(str.length() - subStr.length(), str.length()).equals(subStr)) {

return "Знайдено";

}

}

return "Не знайдено";

}

**Додаток 3**

Реалізація алгоритму Кнута-Морріса-Пратта (КМП)

private int[] prefix(String s) {

int[] res = new int[s.length() + 1];

for (int i = 0; i < res.length; i++) {

res[i] = 0;

}

for (int i = 1; i < s.length() + 1; i++) {

int k = res[i - 1];

while (k > 0 && s.charAt(k) != s.charAt(i - 1)) {

k = res[k - 1];

}

if (s.charAt(k) == s.charAt(i - 1)) {

k++;

}

res[i] = k;

}

return res;

}

private String morisSearch(String subStr, String str) {

int index = -1;

int[] f = prefix(subStr);

int k = 0;

for (int i = 0; i < str.length(); i++) {

while (k > 0 && subStr.charAt(k) != str.charAt(i)) {

k = f[k - 1];

}

if (subStr.charAt(k) == str.charAt(i)) {

k = k + 1;

}

if (k == subStr.length()) {

index = i - subStr.length() + 1;

break;

}

}

if (index > -1) {

return "Знайдено";

}

return "Не знайдено";

}

**Додаток 4**

Реалізація алгоритму Бойєра-Мура-Хорспула (БМХ)

private String muraSearch(String subStr, String str) {

HashMap<Character, Integer> offsetTable = new HashMap<>();

for (int i = 0; i < 256; i++) { offsetTable.put((char) i, subStr.length()); }

for (int i = 0; i < subStr.length() - 1; i++) {

offsetTable.put(subStr.charAt(i), subStr.length() - i - 1);

}

int i = subStr.length() - 1;

int j = i;

int k = i;

while (j >= 0 && i <= str.length() - 1) {

j = subStr.length() - 1;

k = i;

while (j >= 0 && str.charAt(k) == subStr.charAt(j)) {

k--; j--;

}

i += offsetTable.get(str.charAt(i));

}

if (k >= str.length() - subStr.length()) {

return "Не знайдено";

} else {

return "Знайдено";

} }